**SIMULATOR FOR AN APEX PIPELINE**

**Problem Statement:**

This project asked to design and code a Simulator for an APEX pipeline which is strictly in-order with two different function units.

![](data:image/png;base64,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)Below is the graphical representation of the pipeline:

I have briefly described about the implementation of simulator in the below points:

**Java** is used for implementing the simulator for an in-order Apex pipeline. I have segregated all the stages and **each stage** is a **class**, which basically extends an Abstract class called as **Stage.**

there is a CPUContext Class which basically is the Brain of the code, where registers, memory array for load and store, instruction cache, program counter and instances of each stage is defined.

Our Main method is written in simulator class which basically ask User input from command prompt and act accordingly. On selecting initiate, it will set PC VALUE and reset all the registers, instruction cache, memory array to 0 and in simulation, Code will ask user to provide the number of clock cycle and according to that it will call that number of times to executeCycle method. Which is defined in CPU, this method executes all stages one by one, starting from WB till fetch (Bottom to up).

There is CPUUtils class, it basically has 3 methods, first one, it is used to calculate the registers index, secondly it tells whether the source is a literal or a register and last whether the register is locked or not.

**Algorithm/Flow:** Code have adopted the bottom up strategy, where WriteBack Stage is called first, followed by Memory and so on till it reaches **Fetch** stage. Main idea for starting from WriteBack is that, in this case we don’t need to concern about giving Instruction to next stage in next cycle and parallelly taking a new instruction in the same new cycle (which we need to do if we start executing fetch first).

Whereas, here in my algorithm, Program control starts from WriteBack (WB).

**Dependency:** Code handles true dependency, and for this isSourceLocked method is used which tells the dependency (this is present in CPUUtils) and it is called by D/RF everytime in isInstructionStalled method. Dependency is handled whenever there is a lock due to register.

We also handled the scenario when INT ALU and MUL ALU at same clock trying to move to MEM stage, in our problem MUL will always goes to MEM stage first.

Code makes BZ/BNZ to wait in D/RF stage whenever there is a Arithmetic instruction before it.

**Registers:** There is a register class with name, value and valid as data members, along with this it has 2 Boolean flags. Instance of this registers is created in CPUContext. All the registers are updated using its data member getter and setters. Total 16 registers are present which is defined in CPUContext.

**Memory Array:** A HashMap is created to simulate the RAM memory, here all STORE and LOAD instruction uses the memory location to store and load the data.

**Instructions:** A HashMap is created to store the list of Instruction coming from the input file. Load Instruction method in CPUContext puts the data into instruction map with Key as Program Counter and value as Instruction. Input file is read using scanner. (Each instruction is of 4 bit, thus PC value is incremented by 4). Data Members of Instruction are Instruction, Destination, Source1, Source2, Instruction string.

**ZeroFlag:** It is a Boolean flag used to control BNZ and BZ instruction, it sets whenever any arithmetic instructions give a zero result at WB.

**STAGES:**

**Write Back (WB):** Here Code will set the instruction by taking it from Memory (MEM) stage. If it is null then It will print nothing (which denotes NO-ops) and control will go to Memory stage (which will happen till no instruction reaches Memory instruction and in case of stalls) and but if MEM Stage has an instruction then WB will set that instruction and will write back to the Registers depending upon the instruction and sets the Zero Flag if arithmetic instruction produces a zero value on destination and it also release the locks at the end, After this program control will go to Memory Stage.

**Memory (MEM)**: Here Program’s control will set the instruction from its previous stage i.e. Execution or Multiplication ALU, depending upon the instruction type it will perform memory action. (LOAD and STORE instruction).

**Execution:** This stage will get its instruction from its previous stage i.e. D/RF and do the calculation depending upon the instruction type. There is a different ALU for Multiplication (2 ALU).

**Decode Register Files:** Flow will come to D/RF after Execution stage, here all the instruction will be stalled in case of TRUE dependency. Using **isInstructionStalled** and **isInstructionStalledAtNextStage,** using isSourceLocked method of CPUUtils. Also, here HALT will flush its following instruction once it is decoded. Here In this stage, Code splits Instruction string using regex pattern and stored the split result as instruction’s member in instruction object.

**Fetch:** Program flow reaches here at the last, it will fetch instructions from instruction cache (Implemented in hash map) depending upon the program counter value. Here we also check if fetch instruction is stalled due to Decode RF (which is also stalled due to bubble), This is achieved using **isFetchInstructionStalled** method which checks instruction present in fetch with instruction present in D /RF. Here 2 Boolean Flag are created isBranched and endOfProgram, this isBranched is used in case of Branch case, where we told not to end the program and instead run till the Branch condition is not satisfied, whereas endOfProgram is used to close the program. It will set to true whenever PC gets invalid value or null.

**Project Extension:**

Below are the requirements which are implement with this project:

1. Addition of DIV FU unit. ( Out of Order execution)
2. Forwarding logic for open dependency and PSW Flags.
3. Implementation of JAL instruction.

**Implementation of DIV FU Stage & Output Dependency Handling:**

For DIV FU, we are adding 4 DIV stages same as MUL, with total latency of 4.

Due to presence of DIV FU along with MUL and INT FU, now out of order write back is possible, because of which output dependency needs to be handle. For this, dependent instruction will stall at D/RF until the instruction comes out of WB (Instruction on which other instruction is dependent).

For this, Same system is locking destination register at Execution stage and releasing the same lock at WB back, so whenever an instruction comes to D/RF, it checks its destination registers and if that register is locked by some previous instruction using isDestinationLocked method in CPUUtil class.

Two Methods are present in D/Rf i.e. *isInstructionStalled* and *isInstructionStalledAtNextStage*, if any of these methods returns true, then Instruction need to wait (stall) until, Lock on registers are released from WB stage.

**Implementation of JAL instruction:**

JAL instruction in assembly is used whenever a code is written for calling a function.

JAL has a 3 operands, 2 registers and 1 literal.

Example: JAL R5, R6 #4000

So Here, whenever system decodes It is a JAL instruction, It passes the instruction to INT FU ( if no true dependency is present on R6 with its previous instruction) and In INT ALU it calculates (R6 +4000), this calculated value will be new PC value, so in next cycle, Fetch will take instruction from new PC value and when JAL comes to WB, we are setting the location of next instruction in R5 (current PC value + 4), so this will help us to get back to next instruction once the functions is over, Which is done using JUMP.

**FORWARDING LOGIC:**

Forwarding of data from producers to any dependent instruction will happen only in last unit of ALU (DIV4, MUL2 and IntFU) and only if dependent is present at D/RF,

There is another scenario which is, if any open dependency is present between 2 instructions but the dependent instruction is present at Fetch stage, then no forwarding will happen, and it will stall at D/RF stage till producer instruction comes out of WB.

*Forwarding Implementation:*

We are maintaining buffers in the last stage of each ALU, these buffers hold the values of instruction only till they reach the end of MEM Stage, the instructions in D/RF stage keeps looking for these forwarded values when any of its involved registers are locked. In this way we ensure that only the instruction in D/RF stage can receive the forwarded values.